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Abstract  

 
A framework is presented that uses web pages, stand-alone programs, and web applications to teach 

cybersecurity principles related to software development problems such as buffer overflows or a lack of 
filtering of user input in a web application. Each of the web pages starts with these headings: Software 
Development, What Could Possibly Go Wrong? This describes well the focus of the exercises. The 
particular examples used assume little prior knowledge and supply all that is needed to solve the 

exercises. In this form, they have been used with prospective students, visitors, young teens at summer 
camp, and students in introductory programming classes such as CS 2. The materials can be modified 
to be more demanding for college students who have sufficient background to produce the solutions 

themselves. 
 
Keywords: framework, cybersecurity, software development, software errors, secure coding 
 
 

1. INTRODUCTION 

 
Cybersecurity studies encompass a wide 
spectrum of material. A thorough program should 
include material that also covers multiple 
different avenues of instruction, from lecture and 
research to practical labs and exercises. Many 
topics within the more technical areas of 

cybersecurity are often difficult for beginning 
students to imagine or visualize until they 
experience them firsthand. Unfortunately for 
many programs, limited resources of 
time/money/equipment and exact skill set 
expertise can be barriers to providing these 
experiences in the classroom. 

 
The purpose of this paper is to provide multiple 
exercises that allow easy adoption into a 

classroom to display several fundamental 

cybersecurity topics with student interaction. The 
exercises fit a common framework so that some 
or all of them can be used together, but they can 
be used in a stand-alone fashion as well. 
 
Prerequisites 
The examples currently in the framework do not 

require a lot of technical background. However, it 
is assumed that the students can navigate a 
collection of web pages, are familiar with running 
small stand-alone programs as well as web 
applications and understand the concepts of a 
function and the graph of a function. 
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2. EXERCISES 

 
The series of examples in this framework can be 
accessed in a browser using the URL for the series 

of online web pages 
(https://cis.stvincent.edu/carlsond/cs205/exclud
e/New/softdev.html). These web pages all have 
the same layout so as to make the directions and 
explanations easier to follow. The very first web 
page provides some background and initial 
directions for accessing four stand-alone 

executables, the first four software examples. The 
last two examples are web applications. A brief 
conclusion is given at the end of the last example 
but could be moved to a separate page, if desired. 
 
Software Development 

Most commercial software works well most of the 
time. Software that students write, sometimes 
works and sometimes does not. Even commercial 
software sometimes has problems. Software can 
even fail to work “right” in various ways. Some of 
these failures have serious consequences. Some 
of them can allow attackers to compromise our 

computer systems. The goal of these exercises is 
to allow you to try out, in a safe setting, examples 
where software does not behave as it should. 
 
Example 1 
In the first exercise we investigate what is called 
an ill-conditioned problem. In this type of 

problem, small changes to the input can result in 
huge changes in the output. For example, if you 

measure the length of an object twice, you might 
well get slightly different lengths. If the 
computation done with that length is ill-
conditioned, you might get wildly different 

answers for those two lengths. You are left to 
wonder if either answer is right or even if there is 
a good answer. 
 
Example 2 
Integer overflow is illustrated in this example. It 
is well known that there is a largest positive 

integer with the usual type of integer available in 
computer software. Less well known is the fact 
that if you reach this largest positive integer and 
add 1 to it, you reach the smallest negative 

integer. Note that computer software often 
processes data where some variable successively 
takes on each and every number value from a 

large range of values. Normally this works well, 
but there are possible hazards, such as trying a 
range that goes beyond the largest positive 
integer. 
 
Example 3 

Stack overflow is another well-known problem. 
Each time a computer program starts another 

function, a small region of memory is used to 

record information about that function. However, 
if that function needs to use a second function, 
another region of memory is needed. If that 

second function needs to use a third function, 
another memory region is used, etc. In some 
cases, there can be a long sequence of functions 
used (perhaps the same function used multiple 
times), which can result in many chunks of 
memory being used in an area of memory called 
the stack. If the stack does not have enough 

space to hold those many chunks of memory, we 
get stack overflow. The usual result is that the 
program fails. It crashes, quits working, which is 
not a nice thing for a program to do, 
 
Example 4 

This example shows another type of overflow: 
buffer overflow. A buffer is a region of memory 
used to hold data items. In this example, the data 
is a string that you are prompted to enter when 
you run the program. If this data gets copied into 
another string, and that string isn't long enough 
to hold the data, that is a buffer overflow. You 

might think that any extra letters that do not fit 
would be thrown away. It depends on the coding. 
In this case, the extra letters overwrite other 
things that are stored in memory. This corruption 
of data, and other items in memory, can lead to 
erratic program behavior. It can even lead to the 
program crashing or a serious security breach! 

 
Example 5 

We now switch to web applications. 
 
This example shows you an SQL injection attack 
against a pretend banking site. Many web 

applications use a database to hold data about 
products, accounts, purchases, etc. SQL is a fairly 
standard language used to insert and retrieve 
data from a database. Sometimes a flaw in a web 
application allows a user to enter part of an SQL 
instruction as data, data that gets used as one 
component of the web app's SQL commands to 

the database. This can allow a malicious user to 
see data that belongs to other users and maybe 
even to change or delete data that belongs to 
other users. 

 
Example 6 
In this last example, we have a cross-site 

scripting attack (XSS for short). One way this can 
happen is when users are allowed to post 
messages to a web site and other users are 
allowed to read those messages. A malicious 
person might post something that is JavaScript 
code instead of a real message. When other users 

visit this site, which they trust, the malicious 
person's code runs. This is code from a different 
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source, a different site, but the other users may 

not realize that the site that they trust contains 
something from outside that maybe they should 
not trust. 

 
3. QUESTIONS 

 
What might go wrong if a user types in more data 
as input into an application than will fit in an array 
designated to hold this data? 
 

Is there any limit to the number of function calls 
that an application can have active at once? 
 
What happens if a program starts at 1, adds 1, 
adds 1 again, and so forth? Can this go on 
indefinitely or does something else happen? 

 
If a computation that normally works well fails to 
work at all for one or more inputs, what might go 
wrong for inputs very close to where the 
computation fails? 
 
If a web application asks for user input in the form 

of text that can be seen by other people using the 
same web application, what might be entered 
that could be malicious and what defenses might 
be used to block such an attack? 
 
If a web application takes user input and 
incorporates it as part of an SQL command to 

extract data from a backend database, what 
might an attacker enter as input in order to try to 

get the application to reveal more of its data than 
it should?  
 
 

4. CONCLUSIONS 
 

A series of examples has been presented that can 
be used to teach students and other interested 
persons about what can go wrong in software 
development as well as some secure coding 
principles, such as the importance of filtering user 

input, that can be used to fix these problems. The 
particular online version that is shown in 
Appendix 1 gives rather complete directions so as 

to be accessible to people with only a few simple 

prerequisites. The code for this series of examples 
is available for download 
(https://cis.stvincent.edu/Security.tar.gz). Small 

adjustments, such as in the links from one page 
to the next, would be needed. Instructors who 
have students with a good background in 
cybersecurity and software development may 
well wish to remove many of the hints on how to 
solve these problems so as to make them more 
challenging. 

 
The overall framework of a series of web pages 
containing instructions and hands-on activities to 
reinforce learning is a helpful one. It might be 
used with many topics (in cybersecurity and in 
other areas) and in many settings where the 

instructor wishes to utilize online learning 
reinforced with hands-on activities.  
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Appendix 1 

Included in Appendix 1 is a collection of the web pages utilized in the exercises. To maintain the 

anonymity of the peer review process, links have been disabled that would show institution and 

author name in the URL. These links and downloads will be made available to the public should 

this paper be accepted into the proceedings. 

Software Development 

What Could Possibly Go Wrong? 

Background 

 Most commercial software works well most of the time. 

 Software that students write sometimes works and sometimes not. 

 Even commercial software sometimes has problems. 

 Software can fail to work right in various ways. 

 Some of these failures have serious consequences. 

 Some of them can even allow attackers to compromise our computer systems. 

 The goal of these exercises is to allow you to try out, in a safe setting, examples where 

software does not behave as it should. 

Directions 

 If your instructor has supplied the 4 demo programs on your computer, do this section:  

1. In Windows, start File Explorer (or its equivalent). 

2. Your instructor will then tell you to go to a certain location in File Explorer. 

3. Double click on the folder SecurityDemoSoftware. 

4. You should then see 4 files. These will be used in the examples described next. 

 If you instructor tells you to download the demo programs, do this section:  

1. Click on SecurityDemoSoftware Tar File. 

2. Your browser should then allow you to download this zip file of software. 

3. Choose to save that zip file. 

4. Use File Explorer to open your Downloads folder. 

5. Right click on the file SecurityDemoSoftware.zip that you find there. 

6. Select the Extract All option and tell it to extract to your Documents folder. 

7. Navigate to that Documents folder. 

8. You should have there a folder named SecurityDemoSoftware. Double click it to 

reveal the software that is inside. 

Next 
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Follow this link to try out the first example. 

Last updated: May 25, 2019  

 

 

Software Development 

What Could Possibly Go Wrong? 

Example 1 

Background 

 Here we investigate what is called an ill-conditioned problem. 

 In this type of problem, small changes to the input can result in huge changes in the 

output. 

 For example, if you measure the length of an object twice, you might well get slightly 

different lengths. 

 If the computation done with that length is ill-conditioned, you might get wildly different 

answers for those two lengths. 

 You are left to wonder if either answer is right or even if there is a good answer. 

Directions 

1. In your SecurityDemoSoftware folder, double click the program named 

IllConditionedProblem. 

2. You may get a popup that says, "Windows protected your PC". 

3. If so, click on the More info link and then click the Run anyway button. 

4. The program should start and display 3 values of a function named g. 

5. Then the program asks you to enter two x values for the function. Do so. For example, 

you might type 2.697 for one of them. 

6. Then try a number near 2.699 to see what output you get. 

7. Note that you get wildly different output values. 

8. Any small change (error) in the input value x (at least for x values near 2.698) is thus 

likely to be magnified into a large change (error) in the output for g(x). 

9. Press Enter one final time to end the program. 

10. You can run the program again if you wish to compute more function values. 
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Explanation 

 

 The function g, as seen in this graph, is undefined at 2.698 and varies a lot for x values 

near that. 

 In contrast, for x values not close to 2.698, the function is well-behaved. 

 Notice how the graph shoots up to plus infinity on one side of 2.698 and to minus infinity 

on the other side. 

 The formula for the function, an example of a rational function, reveals why it behaves 

this way: g(x) = (10x + 3.1) / (x - 2.698), so that it tries to divide by zero when x is 2.698. 

 The take-away is that ill-conditioned problems might give us rather inaccurate answers. 

Thus, something can indeed go wrong here. 

Next 

Follow this link to try out the next example. 
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Last updated: May 24, 2019  

 

 

 

Image inserted below to show what students see when they run the IllConditionedProblem.exe 

program for example 1 above: 

 

 

 

Software Development 

What Could Possibly Go Wrong? 

Example 2 

Background 

 Integer overflow is illustrated in this example. 

 It is well known that there is a largest positive integer with the usual type of integer 

available in computer software. 

 Less well known is the fact that if you reach this largest positive integer and add 1 to it, 

you reach the smallest negative integer. 

 Note that computer software often processes data where some variable successively takes 

on each and every number value from a large range of values. Normally this works well, 

but there are possible hazards. 

Directions 
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1. In your SecurityDemoSoftware folder, double click the program named IntegerOverflow. 

2. The program should ask you to enter a starting number. 

3. Enter 2 billion, which is 2,000,000,000 but enter it without the commas. They are shown 

here so that you can see how many zeros to use. 

4. The program will then ask you for an increment that it will repeatedly add on. 

5. Enter a number in the range from 10 million to 20 million. For example, to use 10 

million, enter 10,000,000 without the commas. 

6. Press Enter repeatedly until you have gone beyond the largest positive integer and are 

into the negatives. 

7. If you continue to press Enter until you have exhausted the negatives, what happens? 

8. Continue to press Enter until you understand the pattern. 

9. Use CTRL c to end the program. That is, hold down CTRL and press c. 

Explanation 

 For ordinary integers on a computer, the number system wraps around in a big circle. 

 This means that if we try to calculate with numbers that might get too large, we may get 

an answer that makes no sense, such as a negative answer when a positive one is 

expected. 

 Truly something has gone wrong: integer overflow! 

Next 

Follow this link to try out the next example. 

Last updated: May 23, 2019  

 

 

 

Image inserted below to show what students see when they run the IntegerOverflow.exe program 

for example 2 above: 
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Software Development 

What Could Possibly Go Wrong? 

Example 3 

Background 

 Stack overflow is another well-known problem. 

 Each time a computer program starts another function, a small region of memory is used 

to record information about that function. 

 However, if that function needs to use a second function, another region of memory is 

needed. 

 If that second function needs to use a third function, more memory is used, etc. 

 In some cases, there can be a long sequence of functions used (perhaps the same function 

used multiple times), which can result in many chunks of memory being used in an area 

of memory called the stack. 

 If the stack does not have enough space to hold those many chunks of memory, we get 

stack overflow. 

 The usual result is that the program fails. It crashes, quits working. 

Directions 

1. In your SecurityDemoSoftware folder, double click the program named StackOverflow. 

2. The program then outputs a long sequence of numbers: -1, -2, -3, ..., one number each 

time a function is used and needs another chunk of memory in the stack. 

3. When the program runs out of stack space, a window will pop up and tell you that 

StackOverflow.exe has stopped working. 

4. If the window has a link labeled More Info, you can click it and see what it tells you. 

5. Click the button to close the program. If there is a Debug button, do NOT use it as it will 

cause you a lot of delay. 

Explanation 

 In our case, the stack overflow did not cause any large amount of harm. 

 However, it did keep us from using our software. 

 If this happened when we were using professional software to work on something 

mission-critical, it could be very important. In such a case, something would be very 

wrong. 

Next 

Follow this link to try out the next example. 

http://iscap.info/
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Last updated: May 23, 2019  

 

 

 

 

Image inserted below to show what students see when they run the IllConditioned.exe program 

for example 3 above: 

 

 

 

Software Development 

What Could Possibly Go Wrong? 

Example 4 

Background 

 This example shows another type of overflow: buffer overflow. 

 A buffer is a region of memory used to hold data items. 

 In this example, the data is a string that you are prompted to enter when you run the 

program. 

 If this data gets copied into another string, and that string isn't long enough to hold the 

data, that is a buffer overflow. 

 You might think that any extra letters that do not fit would be thrown away. 

 Instead, the extra letters overwrite other things that are stored in memory. 

 This corruption of data, and other items in memory, can lead to erratic program behavior. 

 It can even lead to the program crashing or a serious security breach! 

Directions 

1. In your SecurityDemoSoftware folder, double click the program named BufferOverflow. 

http://iscap.info/
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2. The program asks you to enter a message. Type your full name and press Enter. 

3. The program was designed so that it can read in a message up to 64 characters long. 

4. However, internally it then copies your message into a string that can only handle 8 

characters, thus potentially causing a buffer overflow. 

5. Your name is probably not long enough to cause any noticeable problem. 

6. Often the data has to overflow the string by quite a bit before a problem is seen. 

7. On a second attempt in running this program, enter a string of 60 characters. You can do 

this by typing 0123456789 six times with no spaces. Press Enter and see what you get. 

8. Typically, the result will be a program crash. 

9. If the popup window has a More Info link, you can click on that to see what it might tell 

you. 

10. Click on the button to end this faulty program. 

Explanation 

 This buffer overflow overwrites something important in the functioning of the program. 

 This is probably the information about where the program should go to after processing 

the function that copied your long string into the string that holds only 8 characters. 

 At this point, the program cannot correctly get out of that function and return to where it 

should be for the next part of the program. Thus, the program typically crashes. 

 How serious can this be? Buffer overflows have often allowed bad actors working over 

the Internet to cause web applications to crash in such a way that they, the bad guys, are 

given complete access to the particular web server. From there, they have access to go on 

to cause additional (and possibly severe) problems. 

Next 

Follow this link to try out the next example. 

Last updated: May 23, 2019  

 

 

 

 

Image inserted below to show what students see when they run the BufferOverflow.exe program 

for example 4 above: 

 

 
 

http://iscap.info/
https://cis.stvincent.edu/carlsond/cs205/exclude/New/web1.html


2019 Proceedings of the EDSIG Conference  ISSN: 2473-3857 

Cleveland Ohio  v5 n5116 

©2019 ISCAP (Information Systems and Academic Professionals) Page 12 
http://iscap.info; http://proc.iscap.info 

 

Software Development 

What Could Possibly Go Wrong? 

Example 5 

Background 

 We now switch to web applications. 

 This example shows you an SQL injection attack against a pretend banking site. 

 Many web applications use a database to hold data about products, accounts, purchases, 

etc. 

 SQL is a fairly standard language used to insert and retrieve data from a database. 

 Sometimes a flaw in a web application allows a user to enter part of an SQL instruction 

as data, data that gets used as one component of the web app's SQL commands to the 

database. 

 This can allow a malicious user to see data that belongs to other users and maybe even to 

change or delete data that belongs to other users. 

Directions 

1. Open a new tab in your browser or use a different browser for the following steps. 

2. Copy the following into the browser's address bar: 

https://cis.stvincent.edu/cyber/BankSQLInjection/bank.html 

3. You will see a form where you can fill in your pretend user ID and password to log into a 

pretend online banking site. 

4. Fill in the number 5 as your user ID and 4rT=7abt as your password. 

5. Then click the Submit button. 

6. This should work normally, showing you your bank account information, including the 

credit card number for a credit card issued to you by your bank, your current available 

credit on that card, your saving account balance, and your checking account balance. 

7. Use your browser's back button to go back to the login page for this pretend bank. 

8. This time, use the same user ID of 5, but change the password to: 4rT=7abt" OR "1 

Note that the last character is the digit 1. 

9. To accurately enter this supposed password, you might want to copy and paste it. 

10. This time when you click the submit button, you see the bank account information for all 

the bank customers, a total of 5 customers. 

11. You are seeing the private information for all the users, including their credit card 

numbers! 

12. See the image below that shows the table of information for all users that is produced by 

carrying out this SQL injection attack. 

http://iscap.info/
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Explanation 

 Once the particular user ID of 5 and the normal password are filled in, this web app uses 

the following SQL command or a very similar one: SELECT * FROM Users WHERE 
userid = "5" AND password = "4rT=7abt"; 

 But by entering a malicious password of 4rT=7abt" OR "1 the SQL command becomes: 
SELECT * FROM Users WHERE userid = "5" AND password = "4rT=7abt" OR 

"1";  

 The 1 is taken to mean true, and doing an AND takes precedence over doing an OR. 

http://iscap.info/
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 Thus, the condition userid = "5" AND password = "4rT=7abt" is irrelevant. Since 

the 1 means true the entire condition is always true.  

 Thus, the data for all user IDs in the Users table is returned by this command. The 

attacker has found a way to use your web app to steal private data. 

 How can this type of attack be prevented? What is needed is good filtering of the user 

input, filtering that rejects input that contains items that do not belong in a password for 

this system. Our particular malicious password could be rejected because it contains 

double quotes and spaces. Thus, we might restrict the passwords to strings that contain 

only letters and digits, in order to prevent the above type of attack. 

Next 

Follow this link to try out the next example. 

Last updated: June 18, 2019  

 

 

 

 

Software Development 

What Could Possibly Go Wrong? 

Example 6 

Background 

 In this last example, we have a cross-site scripting attack (XSS for short). 

 One way this can happen is when users are allowed to post messages to a web site and 

other users are allowed to read these messages. 

 A malicious person might post something that is JavaScript code instead of a real 

message. 

 When other users visit this site, which they trust, the malicious person's code runs. This is 

code from a different source, a different site, but the other users may not realize that the 

site that they trust contains something from outside that maybe they should not trust. 

Directions 

1. Modern browsers provide some protection against attacks. To get the following harmless 

attacks to work, you may have to try a couple of different browsers and/or try the attack 

again with some of the protections turned off. 

2. First, you need a unique 2-digit number from 01 to 32. Get the number to use from the 

person conducting this demo or if doing these in a group by yourselves, decide among 

http://iscap.info/
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yourselves who gets what number. This example does not work well if more than one 

person has the same number. 

3. In a new tab in your browser (or in a different browser), copy the following into the 

browser's address bar, where you carefully replace the NN by your particular 2-digit 

number: https://******/storeNN/Comments.php 

4. Note that a number such as 3 should have the digit 0 in front of it. Thus 03 would be used 

to replace the NN, etc. 

5. You should be given a simple page, part of an online sales site, describing a type of mug 

and asking for customer comments about it. 

6. In the comment box, write a safe comment such as Nice Mug. 

7. Click the Submit Your Review button. You should see your comment now posted on the 

page. 

8. If you (or anyone else) look at this particular mug page, the comment you posted will be 

seen. 

9. Next, type the code shown in the small image below (or in the image to the upper right) 

into your comment box. An image is used here so that the popup does not run when you 

simply view this page of directions. Note: It may be faster to copy and paste this text 

alert("You've been hacked!"); and then put the script tags around it in your 

comment box. 

 
10. Click the Submit Your Review button. 

11. You should either get a popup box that says You've been hacked! or a warning that 

something was blocked. 

12. If the browser blocked things, just click your browser's button for reloading the page (or 

you can go to the end of the address in the address bar and press Enter). You may then be 

able to get the popup. If not, see below on how to turn off the blocking of popups. 

13. Click the reset button on your mug page to put things back to normal. This will clear out 

the code for the popup and any other messages that you stored on this page. 

14. As a last cross-site scripting attempt, type the code shown below into your comment box. 

Once again, it is probably faster to copy and paste this text 

window.location="http://www.google.com"; and then put the script tags around it in 

your comment box. 

 
15. Click the Submit Your Review button, of course. 

16. Now whenever you or anyone else views your mug page, the browser will be redirected 

to Google's web site. 

17. Use your browser's back button to get back to your mug page, if possible. Then click the 

reset button on your page to put things back to normal. 

18. If this XSS attack does not work in one browser, try another browser. 

19. If you are using the Chrome browser and the above attacks were blocked, one way to get 

them to work is as follows: Open Settings, go to Advanced Settings, Privacy and security, 

Site Settings, Popups and redirects. Change the first setting from Blocked to Allowed. 

After you have run your harmless XSS attacks, put that Chrome setting back to Blocked, 

as that is much safer. 

http://iscap.info/
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Explanation 

 The injected code runs for every user who visits your mug page, including yourself. 

 Getting redirected to some site like google.com might be annoying to users, but think 

what an attacker might do. Such a person might redirect users to a server that attempts to 

download malware to any computers that visit that server. This is called a "drive-by 

download" attack.  

http://iscap.info/
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 How can cross-site scripting attacks be prevented? Basically, by the same method as in 

the last example: Use good filtering of the user input, filtering that rejects input that 

contains any kind of code, html tags, etc. 

Final Items 

 If you have the time, watch one of the following videos of the Ariane 5 rocket explosion:  

o Long (4 min) video: Ariane 5 rocket explosion. 

o Short video: Ariane 5 rocket explosion. 

 If neither of those links works, try searching YouTube for "Ariane 5 explosion". 

 This explosion was due to software that tried to store the horizontal velocity of the rocket, 

a rather long number, into a short integer. It did not fit because the horizontal velocity of 

this version of the rocket could be larger than in the previous version. 

 This resulted in an invalid number for that short integer. Unfortunately, that bad integer 

was used to control the rocket and sent it so far off course that the rocket broke up. 

 This is similar to some of the overflow problems that the earlier examples in this demo 

showed you. 

 Hopefully you learned a few things from these examples, things that will help you as a 

user of software and things that will help you to write safer software if you plan to 

become a software developer. 

Last updated: June 18, 2019  
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